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ABSTRACT 
 

 

Port Knocking and Single Packet Authorization (SPA) based dynamic firewalls 

authenticate remote users at firewall-level for ensuring authorized access to potentially 

vulnerable network services. Despite being around for quite some time, both passive 

authorization techniques still suffer from a crucial problem. The authentication-

connection association problem, which allows an attacker to connect to a protected 

server on behalf of a valid client, after the client has successfully authenticated with the 

firewall but before he establishes the TCP connection with the protected server. A novel 

design has been proposed in this work that resolves this problem by encoding nonces in 

suitable fields of selected packets in transit between client and server. The proposed 

design is incorporable into the existing architectures of both passive authorization 

techniques and keeps the previously made enhancements to these systems intact. The 

proposed design has been implemented in Java by modifying an existing open-source 

port knocking system, JPortKnock. The performance evaluation has been carried out on 

the basis of various parameters like processing overhead, robustness and stealthiness. To 

measure the processing overhead incurred by incorporating the proposed design into 

existing systems, the ability of processing different numbers of simultaneous 

authentication request packets of JPortKnock and the proposed system has been 

examined. Results have shown that the processing overhead, which is crucial for passive 

authorization systems, incurred by incorporating the proposed design into JPortKnock 

remains less than 1% which is marginal. 
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C h a p t e r  1  

 
INTRODUCTION 

1.1 Introduction 
 

Ever since the inception of Internet, more and more computers and networks are 

becoming a part of it every day. This increase in the networks being connected to the 

Internet is bringing with it the increase in the number of vulnerable services offered by 

these networks. Despite the advancements in the world of information security in past 

few years, we have not been able to significantly reduce the number of security 

compromise incidents reported every year, rather they’ve been on exponential rise [1].  

 

Authentication is a process of allowing only the authorized user to access the services 

running over a server and restricting all the rest. Generally the authentication processes 

are integrated with the services allowing the services to decide themselves which user 

should be allowed to connect and which not. This approach has not been able to solve the 

problems completely in the past because when authentication systems are implemented 

as a part of services to be protected, it obliquely allows the attackers to interact directly 

with those services by either bypassing or compromising the authentication mechanisms 

of vulnerable services. 

 

The idea of ‘Port Knocking’ [2] proposed to integrate the authentication process with 

firewalls. Later the idea of ‘Single Packet Authorization’ [3] came into the picture as a 

variant of port knocking. Port knocking and SPA are passive authorization techniques 

that are used to communicate authentication information across a pre-specified set of 
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closed ports. These techniques offer a blockade in front of an attacker before he could 

interact with the service to be protected.  

 

In the past, main emphasis has remained on strengthening the authentication procedures 

of the port knocking. Though port knocking and SPA have matured with the passage of 

time, still there exist some problems in these systems that could not be fixed so far, one 

such problem is the lack of association between the authentication process and the 

follow-on TCP connection to be established [4]. This problem is actually a vulnerability 

in both passive authorization techniques that allows an attacker to stop the transmission 

from the client when he has successfully authenticated with the firewall and connect to 

the protected service on behalf of that client. 

 

The authentication-connection association problem is the most crucial problem still 

existing in both of the passive authorization techniques but the literature so far surveyed 

reveals that not much attention has been paid to this problem in the past. It is 

unproblematic for an attacker in adequate position to exploit this vulnerability and the 

results of this exploitation are total bypassing of the authentication at firewall making the 

entire concept useless. 

 

This thesis addresses the authentication-connection association problem and proposes a 

design to resolve the authentication-connection association problem in both port 

knocking and SPA. The design can be easily incorporated into existing systems. 

 

1.2 Problem Statement 
 

Despite being around for quite some time now, both of the passive authorization 

techniques, Port Knocking and SPA, still suffer from a major problem; the lack of 



 3 

association between the authentication process and the follow-on TCP connection to be 

established. It is possible for an attacker to hijack a successful authentication by blocking 

further transmissions from a client and assuming its identity to a server after 

authentication with firewall has completed, but before a TCP connection has been 

opened. A solution that would keep the simplicity of these schemes unharmed and still 

provide effective resolution to this problem is required. 

 

1.3 Overall Objective 
 

The basic object of this dissertation is to address the authentication-connection 

association problem in the dynamic firewalls based on passive authorization techniques. 

This problem allows an attacker to bypass the firewall authentication mechanism by 

hijacking a successful authentication of a valid client and connect to the protected service 

on behalf of that client. The objective is to propose a design that would resolve this 

problem without compromising the strengths of existing architectures and that would be 

incorporable in the existing architectures of both port knocking and single packet 

authorization systems. 

 

1.4 Thesis Organization 
 

This dissertation is organized as given. Chapter 2 gives a detailed review of firewall 

technology and the notion of user authentication at firewalls. Chapter 3 presents an in depth 

review of the two passive authorization techniques used to build dynamically 

reconfigurable firewalls capable of performing user authentication at network-level. 

Chapter 4 focuses on the main research topic, the authentication-connection association 

problem, prior work done to resolve this problem and our proposed approach at an abstract 

level. Chapter 5 presents the specifications of our proposed design in detail with the 

perspective of incorporating our design in the existing architectures of passive 
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authorization based dynamic firewalls, the underlying architectural assumptions and 

implementation concerns. Chapter 6 presents the performance evaluation of our design on 

the basis of various parameters. Lastly, chapter 7 concludes the research and highlights the 

future work, which can be done to carry forward the efforts of enhancing firewalls. 

 

1.5 Summary 
 

This chapter provides a comprehensive introduction to the addressed research work. A 

brief introduction, problem statement and overall objective of the research work have 

been discussed. Towards the end of the chapter, overall thesis organization is provided to 

help the reader in a thorough manner. 
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C h a p t e r  2  

BACKGROUND 

2.1 Introduction 
 

The Internet was born in 1969 as ARPANET, which was a small community of trusted 

computers, but it kept on growing exponentially after that. November 2, 1988 was the 

day in the history of Internet that changed it forever. It was the day when ‘The Morris 

Worm’ surprised the researchers and made them realize that the Internet is no more a 

small community of trusted entities. Thirty-nine years after the inception of Internet, it 

has become an established fact that Internet is a hostile place. Despite the advancements 

in the world of information security over the time, the number of security compromise 

incidents reported every year has been on exponential rise [1]. On the other hand, the 

security professionals have also kept on reacting to the situations accordingly and the 

game is still on.  

 

There are two main obstacles introduced by the security professionals in front of the 

attackers. First is the process of authentication that is usually built into the service that is 

to be protected. Second is the use of firewalls to discriminate between legitimate and 

illegitimate traffic. In Sections 2.2 and 2.3, we look at both of these security measures 

along with their weaknesses. Section 2.4 will explain how these two techniques are 

merged by the concept of passive authorization at firewalls to achieve greater benefits. 

 

2.2 Authentication 
 

Authentication is the process of determining whether an entity is, in fact, who or what it 

claims to be. In public and private computer networks, authentication is usually done 
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using usernames and passwords. Knowledge of the username and the associated 

passwords is assumed to guarantee the authenticity of an entity. Authentication is used to 

allow only the legitimate users to access the services running over a server and 

restricting all the rest. 

 

Generally the authentication processes are integrated with the services to be protected. 

This allows the services to decide themselves which user should be allowed to connect 

and which not. Though this approach has proved to be effective, it has not been able to 

solve the problems completely in the past. Many commonly used network services are 

insecure by design having weak or no security. Also some network services are large 

complicated systems in which flaws keep on emerging periodically, even in the 

authentication systems of these services, allowing the attackers to gain unauthorized 

access to those services. A common approach used to limit access from unauthorized 

users to the protected services is to use firewalls. 

 

2.3 Firewalls 
 

A firewall [5-7] is a system that secures a network, protecting it from access by 

unauthorized users. A firewall makes it possible to filter incoming and outgoing traffic 

that flows through a network. It can use one or more sets of “rules” to inspect the 

network packets as they come in or go out of a network and either allows the traffic 

through or blocks it. The rules of a firewall can inspect one or more characteristics of the 

packets, including source and destination IP addresses, source and destination port 

numbers, underlying network protocol types (TCP, UDP, ICMP etc) and, to a very 

limited extent, the type of application layer protocols (SMTP, FTP, SSH, HTTP etc) 

being used. Stateful firewalls keep track of which connections are opened through the 
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firewall and will only allow traffic through which either matches an existing connection 

or opens a new one. 

 

Firewalls can greatly enhance the security of a host or a network. They can be used to 

protect and insulate the applications, services and machines of the internal network from 

unwanted traffic coming in from the public Internet. Firewalls also limit or disable 

access from hosts of the internal network to services of the public Internet.  

 

There are two basic ways to create firewall rule-sets: “inclusive” or “exclusive”. An 

exclusive firewall allows all traffic through except for the traffic matching the rule-set. 

On the other hand, an inclusive firewall is configured in all-drop mode and it only allows 

traffic matching the rules through and blocks everything else. Inclusive firewalls are 

generally safer than exclusive firewalls because they significantly reduce the risk of 

allowing unwanted traffic to pass through the firewall but they are not as easy to build 

and deploy as they may seem to be. 

 

As stated earlier, most modern firewalls are designed to filter packets or validate protocol 

semantics, and they are very good at doing this. However, behind the packets and 

protocol messages visible to firewalls are users and programs; firewalls have little 

knowledge of these and consequently they aren’t very good at filtering based on the 

users and programs responsible for network traffic. This can be viewed as two separate 

problems  

 

Firewalls can limit which network services can be reached from outside. However, it 

may also be necessary to limit which remote users can connect to those services. A basic 
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assumption, made by many modern firewalls, is that trusted users only connect from 

small sets of trusted hosts with specific network addresses; they implement user filtering 

by blocking incoming packets with source addresses not in these sets. Unfortunately, the 

source addresses on incoming packets give very little information about the user who 

sent them; malicious users can spoof trusted hosts, and trusted users can connect from 

un-trusted machines. Since many trusted hosts may have dynamic IP addresses assigned 

using DHCP, opening a firewall to one trusted host may virtually be opening it to 

thousands of IP addresses, making it easier for an attacker to find an address to spoof or 

a machine with a trusted address to hijack.  Adjusting the set of trusted IP addresses in a 

firewall requires manual reconfiguration by an administrator. 

 

Although users can be accurately linked to IP addresses within a local network, it is 

difficult to limit the services with which those users are allowed to communicate. 

Firewalls generally attempt to filter outbound traffic by restricting the ports to which 

users can connect: for example, disallowing outbound connections to anything except 

TCP ports 80 (HTTP), 443 (HTTPS), and 20 and 21 (FTP). Unfortunately, this isn’t 

particularly effective: non-standard services may be running on these allowed ports. 

Whereas application-layer firewalls can easily filter traffic that doesn’t match the 

expected protocol for a port, it is much more difficult to detect disallowed applications 

that tunnel traffic through standard protocols on standard ports. For instance, tunneling 

various protocols through port 80, normally used for unencrypted WWW traffic, has 

become quite common, and encryption renders most application layer filters useless. 

Also, standard protocols can run on standard ports and still be used for unauthorized 

purposes. Restricting network access to only authorized local users and programs has the 

potential to alleviate these problems, but information about the users and applications 
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that generated or will receive network traffic is usually only available at the source or 

destination hosts themselves, and isn’t necessarily reliable. 

 

2.4 User Authentication at Firewalls 
 

As explained in previous sections, the authentication procedures integrated with the 

services to be protected do not provide sufficient security and are susceptible to being 

compromised in many ways. Also, Limiting sources of network connections using 

firewalls is not a perfect solution as firewalls perform packet filtration on the basis of 

source addresses of incoming packets that are likely to be spoofed easily by the attackers. 

Moreover, not all authorized users have predictable IP addresses and limiting access 

based on IP addresses would not be feasible in such a case. No defensive measure is 

perfect. Security software can be disabled or bypassed by exploiting software or 

configuration vulnerabilities. For this reason, security depends on the principle of 

defense in depth; the principle that security comes in layers, where the defeat of one 

layer doesn’t leave everything vulnerable and the attackers must bypass multiple layers 

to reach anything important. 

 

What is needed is a mechanism to integrate user authentication process with firewalls. 

Such a mechanism can be constructed with the addition of an intelligent module with 

firewall that would validate the authenticity of remote users and dynamically modify 

firewall rule-sets according to per-user access policies. This dynamic firewall [8] would 

serve as an extra layer of security in front of attackers that they must penetrate in order to 

connect to the protected service. Such a mechanism would make the protected service 

invisible to port scanning/probing, would provide good enough security to those 

commonly used vulnerable network services having weak or no security and would even 
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provide sufficient resistance against the attackers knowing zero-day vulnerabilities in the 

protected service. Also, such a mechanism would be required to provide strong user 

authentication at firewalls, should be interoperable with existing network protocols and 

devices, should be simple enough so it might not itself become vulnerable to being 

compromised and should put low demands on the network and processor resources. 

 

Port knocking and Single Packet Authorization are two techniques used to construct such 

a dynamically reconfigurable inclusive rule-set based firewall, able to provide strong 

user-level authentication. The detailed working of these two schemes is presented in the 

Chapter 3. 

 

2.5 Summary 
 

User authentication and firewalls are the two main obstacles used by the security 

professionals to present blockade in front of malicious attackers. This chapter described 

the concepts of authentication and firewalls in their strengths and limitations. 

Conventionally, user authentication is integrated with the services to be protected. This 

chapter explained that this practice does not provide sufficient security and is susceptible 

to being compromised in many ways. This chapter built the foundation for the concept of 

integrating user authentication process with firewalls, which is the basic idea of passive 

authorization techniques of port knocking and single packet authorization systems. 

Chapter 3 describes these passive authorization techniques in detail. 
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C h a p t e r  3  

 
PASSIVE AUTHORIZATION TECHNIQUES 

 

3.1  Introduction 
 

Passive authorization schemes are becoming increasingly important for securing 

networked services. Among a long list of benefits that passive authorization provides, the 

most important is its ability to limit the scope of zero-day vulnerabilities. This chapter 

describes the concepts of passive authorization techniques of Port Knocking and Single 

Packet Authorization in weaknesses and strengths of these systems. 

 

3.2 Port Knocking 
 

The term ‘port knocking’ was introduced by Martin Krzywinski [9,10] but this concept 

was introduced by Barham et al. [11]. Port knocking [12] is a network-based client-

server communication mechanism that is used for transmitting the authentication 

information across closed firewall ports to remotely modify access permissions of the 

firewall. The standard port knocking mechanism is based on generating a set of 

connection attempts on a set of predefined closed ports on the firewall. These connection 

attempts are analyzed by the port knocking server, and once the correct sequence is 

identified, the firewall rule-set is dynamically modified to add a new rule that allows the 

client to connect to a target port. The crude idea was vulnerable to many problems 

[4,13,14] but with the passage of time the idea of port knocking kept on maturing by the 

addition challenge-response in authentication phase [4, 15], mingling with passive OS 

fingerprinting [16], cryptographic [17], and steganographic [6] enhancements to the 

concept. 
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Let us understand the basic working of port knocking in detail. At the server side, the 

firewall is set in ALL-DROP stance. This means that the firewall would drop all the 

packets that arrive on its interfaces and no response would be sent out, not even the 

ICMP_PORT_UNREACHABLE message that is sent when a packet is normally 

rejected/dropped by a firewall. The significance of this is to make to make it impossible 

for an attacker to determine whether a machine exists at that address or not, making it 

difficult for him to notice the presence of a listening host.  

 

The next step is to find a way to connect to the protected server through the firewall. A 

port knocking daemon sits on the firewall and watches packets as they are dropped, 

waiting for a sequence of packets arriving at a predetermined set of ports in correct order. 

The client who wishes to connect to the server sends a series of TCP SYN or UDP 

packets to the predetermined firewall ports in order, for example: ports 222, 111, 333, 

777. The firewall will receive these packets and drop them silently; however, the port 

knocking daemon will see these incoming packets and recognize the valid ‘knock’ on the 

ports. On recognizing a valid knock, the daemon would modify firewall rules to allow 

access to the client who knocked, based on his IP address as shown in Figure 3.1. 

 
 

Figure 3. 1: A typical example of port knocking 
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The client would than be able to connect the protected service, e.g. SSH, and establish a 

normal TCP connection as shown in Figure 3.2. Another knock sequence, e.g. on ports 

200, 190, 180, 170, can be used to close the opened port at the firewall. Most good 

implementations, however, simply close the port automatically after a given amount of 

time has elapsed and the associated TCP connection has been terminated by either 

communicating entity. 

 

 
 

Figure 3. 2: An established TCP Connection after a valid knock sequence 
 
 

 

As the server’s firewall is set to drop all packets, so a scanning or probing [23] attacker 

will have no clue whether or not the server exists, let alone what services it is running. 

Also, by watching the incoming traffic for a predetermined knock, which essentially acts 

as a secret key known only to the trusted users to use the protected server, the port 

knocking daemon is able to authenticate the user at the other end before allowing them to 

connect to any potentially vulnerable services. More than thirty implementations [30] of 

port knocking are available at [10]. 

 

3.2.1 Strengths of Port Knocking 

Port knocking provides a lot of benefits over conventional methods used for remote 

network authentication. 
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3.2.1.1 Strong Authentication 
One of the key features of port knocking is it provides a stealthy method of 

authentication and information transfer to a networked machine that has no open ports. It 

is not possible to determine successfully whether the machine is listening for knock 

sequences by using port probes. For an external attacker having no idea about the port 

knock sequence, even the simplest of sequences would require a massive brute force 

effort in order to be discovered. A three-knock simple TCP sequence (e.g. port 1111, 

2222, 3333) would require an attacker without prior knowledge of the sequence to test 

every combination of three ports in the range 1-65535, and then to scan each port in 

between to see if anything had opened. That equates to approximately 655354 packets in 

order to obtain and detect a single successful opening. This is made even more 

impractical when knock attempt-limiting is used to stop brute force attacks, longer and 

more complex sequences are used and cryptographic hashes are used as part of the 

knock. 

 

3.2.1.2 Stealth 
Because information is flowing in the form of connection attempts rather than in typical 

packet data payload, without knowing that this system is in place it would be unlikely 

that the use of this authentication method would be detected by monitoring traffic. To 

minimize the risk of a functional sequence being constructed by the intercepting party, 

the information content containing the remote IP of the sequence can be encrypted. 

 

3.2.1.3  Default-Drop Stance 
When a port knock is successfully used to open a port, the firewall rules are generally 

only opened to the IP that supplied the correct knock. This is similar to only allowing a 

certain IP white-list to access a service but is also more dynamic. An authorized user 
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situated anywhere in the world would be able to open the port he is interested in to only 

the IP that he is using without needing help from the server administrator. He would also 

be able to "close" the port once he had finished, or the system could be set up to use a 

timeout mechanism, to ensure that once he changes IP's, only the IP's necessary are left 

able to contact the server. Even if somebody did manage to guess, steal or sniff the port 

knock and successfully use it to gain access to a port, the usual port security mechanisms 

are still in place, along with whatever service authentication was running on the opened 

ports. 

 

3.2.1.4 Simplicity 
The software required, either at the server or client end, is minimal and can in fact be 

implemented as simply as a shell script for the server or a Windows batch file and a 

standard Windows command line utility for the client. Overhead in terms of traffic, CPU 

and memory consumption is at an absolute minimum. Port knock daemons also tend to 

be so simple that any sort of vulnerability is obvious and the code is very easily 

auditable. 

 

3.2.1.5 Customizability 
The system is completely customizable and not limited to opening specific ports or, 

indeed, opening ports at all. Usually a knock sequence description is tied with an action, 

such as running a shell script, so when a specific sequence is detected by the port knock 

daemon, the relevant shell script is run. This could add firewall rules to open ports or do 

anything else that was possible in a shell script. Many port knocks can be used on a 

single machine to perform many different actions, such as opening or closing different 

ports. 
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3.2.1.6 Protection against Zero-day Vulnerabilities 
Due to the fact that the ports appear closed at all times until a user knowing the correct 

knock uses it, port knocking can help cut down not only on brute force password attacks 

and their associated log spam but also protocol vulnerability exploits. If an exploit was 

discovered that could compromise SSH daemons in their default configuration, having a 

port knock on that SSH port could mean that the SSH daemon may not be compromised 

in the time before it was updated. Only authorized users would have the knock and 

therefore only authorized users would be able to contact the SSH server in any way. 

Thus, random attempts on SSH servers by worms and viruses trying to exploit the 

vulnerability would not reach the vulnerable SSH server at all, giving the administrator a 

chance to update or patch the software. Although not a complete protection, port 

knocking would certainly be another level of defense against random attacks and, 

properly implemented, could even stop determined, targeted attacks. 

 

3.2.2 Problems with Port Knocking 
 
 

During the survey of existing port knocking systems, quite a few problems have been 

identified in the existing systems [4,13,19]. 

 

3.2.2.1 The authentication-connection association problem 
The lack of association between authentication process and follow-on TCP connection to 

be established is the most crucial problem in port knocking systems. It is possible for an 

attacker to hijack a successful authentication by blocking further transmissions from a 

client and assuming its identity to a server after authentication has completed, but before 

a connection has been opened. This problem is explained in detail in chapter 5. 
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3.2.2.2 Out-of-order packet delivery 
Proper decoding of port-knock sequences by most port knocking servers is dependent on 

the order of arrival of the knock packets. During busy network conditions on Internet 

backbone routers, the probability of out-of-order packet delivery becomes fairly high. All 

the systems that have been surveyed, only deGraaph [4] and Barham [11] made serious 

attempts to deal with this problem.  

 

3.2.2.3 Network Address Translators (NATs) 
The problem of working across a NAT is serious problem in port knocking systems. If 

traffic from a client passes through a NAT [24] to a server, and the client's (private) IP 

address is encoded in the authentication token, then the authentication exchange, if 

successful, will result in the correct port being opened to the incorrect client address. If 

the public IP address is encoded in the token, then the port will be opened to all hosts 

sharing the same public address. If the client's address is not encoded in the token at all, 

then the public address from the packet headers would likely be used, leading to the 

same problem. 

 

3.2.2.4 Susceptibility to Denial-of-service (DOS) attacks 
There are several denial-of-service attacks possible against port knocking servers. An 

attacker could prevent a client from authenticating by sending packets with the client’s 

source address to random ports on the server while the client is trying to authenticate; if 

any of these packets went to ports being monitored by the port knocking server, then the 

client’s sequence would be corrupted and authentication would fail. Also, an attacker 

could affect a resource-consumption attack against a known port knocking server by 

sending packets with random forged source addresses to random ports. A port scan from 

a single source at a sufficiently high rate may also be sufficient to overload a server’s 
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processing resources, particularly if the server uses a computationally-intensive 

cryptographic protocol. 

 

3.2.2.5 Replay Attacks 
Port knocking systems that use plain-text authentication are vulnerable to replay attacks 

as captured tokens can be replayed by an attacker, in MITM position, to connect on 

behalf of a valid client. Port knocking systems using either cryptographic or one-time 

tokens could provide sufficiently strong authentication and are immune to this problem. 

 

3.3 Single Packet Authorization 
 
 

Single Packet Authorization (SPA) [20] is a network-based client-server communication 

mechanism that is used for transmitting the authentication information across closed 

firewall ports to remotely modify access permissions of the firewall, like port knocking. 

But unlike port knocking, instead of encoding authentication information in a series of 

port numbers, it encodes it in the payload of a single UDP datagram. This datagram is 

analyzed by the daemon running at firewall, and once the correct credentials are verified, 

the firewall rule-set is dynamically modified to add a new rule that allows the client to 

connect to a target port, as shown in Figures 3.3 and 3.4. 
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Figure 3. 3: A typical single packet authorization example 
 

 
 

Figure 3. 4: An established TCP connection after successful SPA authentication 
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the data transmission rate possible with port knocking, and having easy access to this 

amount of packet data opens up a huge range of possibilities.  

3.3.1 Strengths of Single Packet Authorization 
 

 

As stated earlier as well, Single Packet Authorization retains the benefits of port 

knocking. In addition SPA provides a lot of advantages over port knocking. 

 

3.3.1.1 Typical Network Service 
An SPA server can be written as a normal network service on an open port. Since UDP 

services are not required to respond to messages that they receive, and the protocol does 

not automatically generate any response, a non-responding UDP service on an open port 

on a system that silently drops unexpected packets is indistinguishable from a closed port 

to a port scan. An SPA server can therefore be written as a normal network service, 

without needing to resort to packet sniffers or any platform-specific mechanisms.  

 

3.3.1.2 Optimal Resource Allocation 
NATs and stateful firewalls between SPA clients and servers will only have to allocate 

resources for at most one logical connection, rather than one for each knock as required 

with port knocking. 

 

3.3.1.3 Larger Authentication Data Transfer 
Single Packet Authorization messages can communicate much more information because 

the packet payload is used rather than just the packet headers to transmit data. Port 

knocking schemes typically encode information as sequences of connections to ports, 

and the sequence itself represents the information being transmitted. Due to the fact that 

the port fields of the TCP and UDP headers are only 16 bits wide, each individual packet 

of a port knock sequence can only communicate two bytes of information. It should be 
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noted that other packet header fields could also be used within a port knocking scheme in 

order to increase the amount of data that can be transmitted, but any conceivable 

variation of this will not be able to communicate nearly as much data as any method that 

makes use of the payload portion of IP packets.  

 

3.3.1.4 Faster Authentication 
Single Packet Authorization is much faster. Port knocking schemes must artificially 

introduce time delays between successive knock packets because there is no notion of a 

connection with reliable in-order delivery. Packets that arrive out of sequence would 

break any shared or encrypted port knock sequence agreement between the client and 

server. By contrast, SPA only requires a single packet to communicate all desired access 

or command information.  

 

3.3.1.5 Replay Attack Prevention 
Replay attacks are easily be thwarted by including random data within SPA messages 

and then tracking MD5 sums on the server side. This is much cleaner than methods 

employed by port knocking schemes that involve relatively complicated state sharing 

mechanisms that require time synchronization or successive iterations of a hashing 

function.  

 

3.3.1.6 Resilience against Spoofing 
An attacker cannot easily break the SPA scheme be simply connecting to ports that may 

be used to communicate authorization messages. In port knocking schemes, if an attacker 

simply spoofs duplicate packets from the same IP that initiates a legitimate knock 

sequence to the same target IP, then the sequence will effectively be broken by the 

attacker.  
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3.3.1.7 Smaller Network Footprint 
SPA has a much smaller network footprint in terms of alarms that may be generated by 

an intrusion detection system that monitors the authorization messages. By contrast, a 

port knocking sequence could easily be detected and interpreted as a port scan by any 

IDS that have its port scan detection thresholds set low enough.  

 

3.3.1.8 Freedom to Use Any IP Protocol 
SPA can utilize any IP protocol; even those without any concept of a "port". The 

FWKNOP SPA implementation includes support for sending authorization messages 

over ICMP.  

 

3.3.2 Problems with Single Packet Authorization 
 

Single packet authorization resolves most of the problems existing in port knocking 

systems. The most crucial problem that remains unresolved in SPA as well is the 

authentication-connection association problem [19]. Literature survey has shown that no 

attempt has been made to resolve this problem in SPA. Chapter 5 discusses this problem 

in detail.  

 

Attempts have been made in SPA to partially resolve the problem of working across 

NATs and some work has also been found trying to develop immunity in SPA against 

the denial-of-service attacks. These two problems still need some serious attention to be 

paid, though.  

 

SPA is inherently immune to the problem of out-of-order delivery of packets from which 

port knocking suffers because SPA uses only a single packet for transmitting the 



 23 

authentication data. Different measures have been presented by different 

implementations of SPA to resolve the replay-attack problem. SPA is also immune to the 

problem of using shared global secrets among more than one client. 

 

3.4 Summary 
 

This chapter has presented the concepts of both passive authorization techniques of Port 

Knocking and Single Packet Authorization in detail and weaknesses and strengths of 

these systems. This chapter has also established the fact that the most crucial problem 

still persisting in both of these techniques is the authentication-connection association 

problem. What adds to the severity of this problem is the ease with which it can be 

exploited, and a successful exploitation of this problem leads to complete bypassing of 

authentication at firewall. Chapter 4 presents the technical details of this problem. 
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C h a p t e r  4  

 
THE AUTHENTICATION-CONNECTION ASSOCIATION 

PROBLEM 

4.1 Introduction 
 

Passive authorization techniques of port knocking and single packet authorization offer a 

very lightweight extra layer of security that is capable of providing dynamic firewall 

reconfiguration and ensuring strong user authentication at firewalls. This layer of 

security also makes port scanning/probing impossible for the attackers. It also serves as a 

strong blockade in front of those attackers possessing the scripts for exploiting the 

vulnerabilities of the protected service, and even against zero-day exploits. But despite of 

being such powerful mechanisms, both port knocking and single packet authorization 

suffer from a crucial vulnerability; the authentication-connection association problem. 

This chapter describes the authentication-connection association problem and the prior 

work that has been done in this regard to resolve this problem.  

 

4.2 Problem Description 
 

Both port knocking and single packet authorization schemes do not logically associate 

their authentication exchanges with the connections that are subsequently opened. This 

disjoint between the authentication phase and the subsequent TCP connection 

establishment phase is shown in figure 4.1 and 4.2. This disjoint can be exploited by the 

attackers to gain access to the protected server on behalf of a valid client, by hijacking 

the opened port on the firewall as shown in figure 4.3. What adds to the severity of the 

issue is the fact that this vulnerability is very easy to exploit for an attacker in adequate 

position and no attention has been paid in the past to fix this problem. 
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Figure 4. 1: The disjoint among authentication-connection phases in port knocking 
 

 

 

 
 

Figure 4. 2: The disjoint among authentication-connection phases in SPA 
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Figure 4. 3: Exploitation in port knocking 
 

An attacker who is able to observe, at least, the connections being established between a 
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waiting for the authentication process between the client and firewall (daemon) to 

complete, can take the client down either by launching a DOS attack or by any other 

means and impersonate the legitimate client to connect to the protected server on behalf 

of that client, as shown in figure 4.4.  
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Figure 4. 4: A typical order of events for exploitation in port knocking 
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authentication with the firewall has completed but before the clients sends the request for 

TCP connection establishment. Whereas the latter is a method of attack where an 

attacker takes control over an established TCP session to execute his commands on the 

server on behalf of the authenticated client in the session. The scope of this thesis is 

limited to the resolution of authentication-connection association problem only under the 

specific set of assumptions in which attacker can exploit this problem. Session hijacking 

is a different problem and is out of scope of this dissertation. 

 

4.3 Prior Work 
 

Not much work is available in the literature to resolve the authentication-connection 

association problem. This problem is also referred to as ‘race attacks’ in the literature. 

Except Tan and Cappella’s system [11], all other solutions proposed to resolve this 

problem are in the form of suggestions to be implemented as future extensions for the work 

of various authors. Most of the previously proposed solutions either compromise the basic 

objectives of passive authorization systems i.e. simplicity and lightweight, or they are 

unfeasible to be implemented in real time systems. Tan and Cappella proposed a partial 

solution to the authentication-connection association problem using a 5-step procedure. In 

their system, the server informs the client in an encrypted UDP packet about the random 

port at which the service would be available for that client and then expects the connection 

attempt on that random port. Their technique does not prevent the attackers from locating 

the random port by scanning or discovering it by blocking the client after successful 

authentication and sending the TCP connection request on every port. Their technique is 

also susceptible to the loss of stealth, which is a basic necessity of passive authorization 

techniques, because the server generates a response to send the port number to the client 

and that may allow attackers to notice the existence of the server. 
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DeGraaf [1] proposed three design considerations for resolving this problem as future 

extensions to his work. First is to introduce a secondary wrapper server within the 

architecture which, on successful authentication of client, would tunnel the post 

authentication-connection to the actual server. This idea adds too much complexity at the 

server end compromising the basic requirement of simplicity and lightweight. The second 

idea is the same as that of Tan’s system [11] where the server sends the random port 

number to the client and expects the connection attempt for the service on that random port. 

His third idea is to negotiate the ISN number to be used in the subsequent connection 

during the authentication phase but this idea is unfeasible to be implemented in real time 

systems as it would require that client and server are implemented in operating system’s 

kernel space. 

 

Jeanquier [2] proposed to wrap the post-authentication connections within encrypted 

sessions but the added cryptographic operations required for doing that will overload the 

server, compromise the basic challenges of passive authorization schemes. Jeanquier also 

proposed an idea similar to DeGraaf’s third idea with similar disadvantages. 

 

All of the ideas discussed above are either computationally intensive, require the clients 

to have unrealistic or unfeasible privileges from operating system kernels or they add 

excess of complexity on top of the initially simple concepts of port knocking and SPA. 

 

4.4 Summary 
 

This chapter presented the technical details of the authentication-connection association 

problem. It acquainted the reader with the techniques an attacker can use to trivially 

exploit the authentication-connection association problem and completely bypass this 
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strong security mechanism. Towards the end of this chapter, prior work that has been 

done to resolve this problem was presented, clearly establishing the fact that not much 

work has been done to resolve this most crucial vulnerability of passive authorization 

systems. 
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C h a p t e r  5  

 
PROPOSED DESIGN 

5.1 Introduction 
 

A major challenge in proposing a solution to the authentication-connection association 

problem is to devise such a design that would meet three crucial goals; the proposed 

design should not compromise the simplicity of passive authorization schemes and keep 

these architectures lightweight; the proposed design should be feasible with 

implementation perspective; and the design should be easily incorporable into the 

existing implementations of port knocking and SPA. 

 

This chapter proposes such a solution by sharing something as simple as a nonce 

between client and server. The basic idea is to exchange an encrypted nonce between the 

client and the firewall during the authentication phase and then encode that nonce in a 

suitable [28] IP or TCP option field in the SYN packet of the subsequent TCP connection 

establishment phase, to associate the two phases. After a successful authentication, the 

firewall will only accept that connection attempt which would be carrying that nonce in 

its first request packet. The connection establishment request packets of the attackers 

without the nonce, shared during the authentication phase, would be dropped by the 

firewall. The proposed methodology is discussed in detail in subsequent sections. 

 

5.2 Assumptions 
 

Before we proceed to our proposed design, let us list down the assumptions that underlay 

our proposed architecture for resolution of the authentication-connection association 

problem. 
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5.2.1  Authentication-Connection Association Problem and Session Hijacking 
 

This dissertation is only concerned with resolving the authentication-connection 

association problem. Session hijacking is a separate problem and is out of the scope of this 

dissertation. The problem of session hijacking has received some attention in the past and 

session hijacking has been made difficult for the attackers by some measures, for example 

complexity has been added to the procedure of ISN number generation, replacement of 

hubs with switches in networks making sniffing difficult etc. But the authentication-

connection association problem in passive authorization schemes is still very easy to 

exploit for an attacker. This dissertation presents a solution to the authentication-

connection association problem that would make it impossible for an attacker to bypass the 

firewall authentication and the only way left for the attacker to connect to the server on 

behalf of a valid client would be to hijack an established TCP connection. 

 

5.2.2  Capabilities of the Attacker 
 

In our threat model, we assume that the attacker possesses the power to craft and send any 

type of packets containing any information and these are not blocked by ingress or egress 

filters. 

 

5.2.3 Limitations of the Attacker and Justifications 
 

In our threat model, the attacker is not able to stop or modify the packets in transit between 

the client and server. It is also assumed that it is hard for an attacker to sniff the ISN (Initial 

Sequence Number) and ACK (Acknowledgement Number) from packets in transit between 

client and server. However he can observe on-the-fly the connections between client and 

server as soon as they are established and the typical information associated with these 

connections like source and destination IP addresses of packets, source and destination port 
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numbers, underlying network protocol (TCP, UDP, ICMP) and application-level protocols 

being used (e.g. SMTP, FTP, etc). 

 

It is important to note that for an attacker, it is trivial to exploit the authentication-

connection association problem even if he does not have the access to the complete 

information contained in the packets in transit between the client and server. Information 

about source and destination IP addresses and port numbers, and the authority of 

observing connections made between client and server on-the-fly is sufficient for an 

attacker to easily bypass the authentication at firewall and connect to the protected server 

masquerading as a valid client. An example of an attacker in such a position could be of 

one having user-level access to a router, firewall or a proxy server near the client or to 

the log files generated by routers and firewalls on-the-fly. In other words, this 

dissertation assumes that the attacker is not able to sniff the packet-level information but 

he is able to get all the connection-associated information. It is worth mentioning that all 

those solutions that have been proposed to resolve the problem of session hijacking, by 

making the process of ISN number generation process more random and complex to 

make is difficult for an attacker to predict, work under similar assumptions. 

 

Though it is not impractical, but to be able to sniff all of the information from the 

packets in transit between a client and server is a bit too strong position to be assumed 

for an attacker, when fixing the problems for the systems like port knocking and SPA. 

Port knocking and SPA are intended to provide only authentication at firewall and they 

provide confidentiality, using encryption, only to the authentication requests sent to the 

firewall. These systems are not meant to provide confidentiality and integrity to the 

connections that are to be established after successful authentication with the firewall. 
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For an attacker in a position to sniff all the information during transmission between a 

client and server, even session hijacking is not a problem. No attempt is made in this 

dissertation to prevent attacks after the connections have been opened, such as TCP 

session hijacking. If such attacks are a concern, than a system that provides both 

authentication and confidentiality of connections, such as IPsec or TLS, should be used 

instead of port knocking or SPA. 

 

Also, traffic sniffing has been made difficult for attacker over the time. Even for an 

attacker residing within the switched network of victim client, it is not easy to sniff 

client’s traffic unless he has compromised the server of organization through which all of 

the traffic is passing, or he uses ARP spoofing for which he needs to be in the subnet of 

client. For an attacker outside the client’s network, traffic sniffing is even harder. 

 

5.3  Proposed Approach 
 

If the authentication-connection association problem is analyzed, an obvious solution for 

resolution of this problem, that is simple, lightweight, feasible with implementation 

perspective and easily incorporable in the existing systems, can be proposed by sharing 

some encrypted information during the authentication phase between the client and firewall 

(daemon) and than carry this information to the TCP connection establishment phase 

somehow in order to associate the two phases. This dissertation proposes such a design that 

meets all of the previously mentioned challenges by sharing something as simple as a 

nonce between client and the firewall during the authentication phase and resolves the 

authentication-connection association problem. 

 

The basic idea is to exchange an encrypted nonce between the client and the firewall during 

the authentication phase and then encode that nonce in a suitable IP or TCP options field in 
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the SYN packet of the subsequent TCP connection establishment phase, to associate the 

two phases. After a successful authentication, the firewall would accept only those 

connection attempts that would be carrying the nonce, shared during the authentication 

phase, in unencrypted form in its first request packet. The connection establishment request 

packets of the attackers without the nonce would be dropped by the firewall. 

 

Section 5.4 and 5.5 describe, at an abstract level, our proposed design with the perspective 

of effective incorporation into port knocking and single packet authorization systems 

separately. Section 5.6 explains the implementation aspects of our proposed design. 

 

5.4 Incorporation into Port Knocking 
 

The evolution of port knocking over the time has further resulted into two variants of port 

knocking systems. One category of port knocking systems integrate challenge-response 

schemes [1,11] to the basic concept in order to gain certain benefits, during the 

authentication phase. The second category of systems stick with the actual idea of port 

knocking to preserve stealthiness, they do not require the firewall to generate any kind of 

response after receiving the authentication request packet/knock sequence from the client. 

In sections 5.4.1 and 5.4.2, we discuss our proposed design with perspective of 

incorporating it in each of the above mentioned categories of port knocking systems. 

 

5.4.1 For Challenge-Response based Port Knocking Systems 
 

As stated earlier, the notion of challenge-response already exists in a few port knocking 

systems. This section discusses the strategy for effectively incorporating our design in such 

systems. Communication protocol of our design is shown in Figure 5.1.  
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Figure 5. 1: Proposed communication protocol for challenge-response based port 
knocking systems 

 

In the communication protocol suggested in Figure 5.1, A sends the authentication request 

to F, using multiple packets in case of port knocking and using a single packet in case of 

SPA. F checks the validity of the request, if the request is not valid no response is sent and 

the packet is dropped. In response to a valid request, a 64-bit nonce is randomly generated, 

encrypted using a shared symmetric key and is sent to A in the payload of the UDP packet 

used by challenge-response based port knocking systems to send information to the client. 

This response serves as an acknowledgement confirming A that the pre-specified port on F 

has been opened. A decrypts the nonce, encodes it in an appropriate IP or TCP options field 

in the SYN packet of the subsequent TCP connection and sends is to S through the open 

port. The SYN packet is allowed through F to S as it carries that nonce. S sends back the 

SYN/ACK request normally, C Sends an ACK as a response and the TCP session is 

established successfully and the client can than execute his commands on the protected 

server. Every connection request after successful authentication at firewall would be 

 

1: A  F:   Auth 
2: F  A:   EK (NA)  
3: A  B:   TCP SYN, NA 
4: B  A:   SYN/ACK 
5: A  B:   ACK 
 
Where 
 
• A is the client 
• F is the firewall 
• B is the server 
• Auth is the authentication request 
• EK is the encryption key shared between A & F 
• NA is the nonce sent to A by F 
• TCP SYN is the first packet belonging to the 

connection establishment phase 
• , denote concatenation 
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dropped if it does not contain the nonce shared between firewall and the client. A typical 

illustration of the proposed communication protocol for challenge-response based port 

knocking systems is shown in Figure 5.2. 

 

 

Figure 5. 2: Incorporating the proposed design into challenge-response based port 
knocking systems 
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connection attempt per successful authentication. 
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5.4.2 For Non-Challenge-Response based Port Knocking Systems 
 

The problem with the previous approach is that it requires the firewall to generate a 

response to the authentication request of a client and majority of Port Knocking and SPA 

implementations do not follow this scheme. It is also not recommended in systems like port 

knocking and SPA as it may result in loss of stealth confirming to attackers about the 

existence of a listening server.  

 

To incorporate our design with those port knocking and SPA schemes that do not rely on 

challenge-response during the authentication with the firewall, we propose a modification 

in the previous approach, shown in Figure 5.3. 

 

 

Figure 5. 3: Proposed communication protocol for standard port knocking and SPA 
systems 

 

In the communication protocol shown in figure 5.3, A, instead of F, generates a random 

nonce and encrypt it using the shared symmetric key. Because of increased size due to 

encryption, the nonce is divided in smaller parts and is sent along with the knock sequence 

 

1: A  F:   Auth, EK (NF)  
2: A  B:   TCP SYN, NF 
3: B  A:   SYN/ACK 
4: A  B:   ACK 
 
Where 
 
• A is the client 
• F is the firewall 
• B is the server 
• Auth is the authentication request 
• EK is the encryption key shared between A 

& F 
• NF is the 32 bit nonce sent to F 
• TCP SYN is the first packet belonging to 

the connection establishment phase 
• , denote concatenation 
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by encoding in suitable fields, as shown in figure 5.4, or it can be made a part of normal 

authentication data. After validating the request, parts of nonce are collected and merged 

by F and the pre-specified port is opened for A by F. A will then send unencrypted nonce 

to B by encoding it in the SYN packet of the subsequent TCP connection and the rest will 

go on smoothly as already explained in the previous section. 

 

 
 

Figure 5. 4: Incorporating the proposed design into standard port knocking systems 
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fields of knock packets, or a separate UDP packet containing the encrypted nonce can be 

sent, on a pre-specified port of firewall, during the knock sequence. 

 

5.5  Incorporation into Single Packet Authorization 
 

This section discusses the strategy for effectively incorporating our design in single packet 

authorization. In SPA, like most of the port knocking systems, the SPA server does not 

generate any response to the authentication request of the client. Thus the communication 

protocol shown in Figure 5.3 is equally applicable to SPA based dynamic firewalls. A 

typical illustration of the proposed communication protocol for single packet authorization 

systems is shown in Figure 5.5. 

 

 
 

Figure 5. 5: Incorporating the proposed design into SPA 
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nonce will be dropped by the firewall. The connection request of the actual client will be 

allowed through the firewall to the protected server. 

 

5.6 Implementation Aspects 
 

In both port knocking and SPA, the clients use a program that acts as a wrapper over the 

service-client. This wrapper authenticates the client with firewall and keeps the entire 

procedure transparent from the service-client. For incorporating any of the two designs we 

have proposed, the wrapper would require some extension to its capabilities in order to act 

as a proxy for the service-client. All the traffic of the service-client would be tunneled 

through that proxy to allow the wrapper to encode nonce in the SYN packet of the 

connection to be established. The wrapper would also recalculate and update the checksum 

of the SYN packet. It is important to mention that this extension in the capabilities of the 

wrapper does not require any support from the operating system kernel and adds no 

complexity on the server-side, unlike most of previously proposed solutions. 

 

For encoding the nonce in the SYN packet of the TCP connection to be established, IP 

Timestamp and TCP echo option are two suitable fields as proposed in [17]. Size of both 

fields is 36 bytes each and any of them can easily accommodate an 8-byte nonce. Note 

that if the timestamp field is used for transmission of nonce, the timestamp buffer has to 

be flagged as full, so that intermediate routers do not manipulate the timestamp. To 

ensure end-to-end reliability in transmitting the packet, it is not recommended using the 

payload of the SYN packet to transmit the nonce because some routers trim the payload 

attached to the SYN packets and intrusion detection and prevention systems filter SYN 

packets with large payloads.  
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For maximum assimilation, it is recommended in this dissertation to make the nonce, 

used in proposed scheme to associate the authentication and subsequent connection 

establishment phases, a part of normal authentication data in all the existing systems of 

port knocking and single packet authorization. This also helps keeping the simplicity of 

these architectures unharmed and as a result assures security. For all those systems where 

it is not feasible to make that nonce a part of normal authentication data, perhaps because 

of no notion of authentication data in some of port knocking systems, it has been 

suggested to generate an additional UDP packet, make the encrypted nonce a part of its 

payload and send it to the destined entity falling in either categories mentioned in 5.3.1 

or 5.3.2. In that case, AES should be used for encryption with 128 bit of key length. The 

size of nonce to be used should be atleast 32-bits but we recommend using 64-bit 

randomly generated nonce to ensure good security. 

 

5.7 Summary 
 

This chapter has presented detailed technical description of the design that has been 

proposed in this dissertation to resolve the authentication-connection association 

problem. We clearly defined the threat model in the start of this chapter and also 

presented detailed justifications for the assumptions that were taken in this regard. Then 

we explained how the proposed design can be incorporated into two forms of port 

knocking and single packet authorization schemes. Towards the end of the chapter, we 

discussed the implementation aspects of our proposed design along with certain 

recommendations. 
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C h a p t e r  6  

PERFORMANCE EVALUATION 
 

6.1 Introduction 
This chapter presents implementation aspects of the proposed system, performance 

evaluation and the results obtained from the performance evaluation of the proposed 

system. The performance evaluation of the proposed system has been carried out on the 

basis of various parameters like processing overhead, robustness and stealthiness. These 

are the parameters that have been commonly used to evaluate the passive authorization 

systems. 

 

6.2  Implementation 
 

The proposed design has been implemented by modifying an existing open-source port 

knocking system, JPortKnock [29]. JPortKnock is an implementation of port knocking in 

Java available for both Linux and Windows platforms. We have implemented our system 

by incorporating the proposed design in JPortKnock on Microsoft Windows Platform. 

The implementation has been done in Java using JDK1.4. The test platform used for 

implementation and performance evaluation of the proposed system was a dual Intel 

Xeon machine running at 2.8 GHz with a 4 MHz bus, 512 kB L2 Cache and 1 GB of 

RAM. The source code of the two main classes of the simulation is attached as appendix 

A. 

 

6.3 Processing Overhead 
 

Most of the problems that have been resolved in port knocking and single packet 

authorization based dynamic firewalls are at the cost of increased overhead on these 
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systems. The more features are added to these systems, the more they become vulnerable 

to DOS attacks. Hence a primary concern while enhancing these systems is that the 

overhead imposed by the proposed enhancements at the server side remain marginal.  

 

To measure the processing overhead incurred by incorporating our proposed design into 

the existing systems, the ability of processing different numbers of simultaneous 

authentication request packets of an existing and the proposed system was tested and the 

deviation in corresponding delay was observed. Existing system used was the standard 

JPortKnock System and proposed system was the version of JPortKnock in which our 

proposed design was incorporated. The results obtained after the experiments conducted 

during the simulation phase are shown in Table 6.1. 

 

Table 1: Performance comparison of the proposed system 
 

 
 
The percentage processing overhead imposed by the existing and proposed systems was 

calculated using the following formulas 

DT = {(Z-X)/X}*100 

DE = {(Z-Y)/Y}*100 

 

Auth. 
Requests 

Per 
Second 

Delay in milliseconds 
 

Percentage Performance 
Overhead of Proposed System 

Theoretical 
Results  

(X) 

Existing 
System 

(Y) 

Proposed 
System  

(Z) 

Compared to 
Theoretical 

Results (DT) 

Compared 
to Existing 

System (DE) 
 
1 0.344 0.344 0.347 0.872 % 0.872 % 
 
2 0.688 0.691 0.698 1.453 % 1.013 % 
 
4 1.376 1.383 1.396 1.453 % 0.940 % 
 
8 2.752 2.763 2.788 1.308 % 0.905 % 
 

16 5.504 5.523 5.565 1.108 % 0.760 % 
 

32 11.008 11.041 11.112 0.945 % 0.643 % 
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The percentage processing overhead imposed by our proposed design, compared to the 

theoretical results and the results obtained from the existing system, is shown in Figure 

6.1. 
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Figure 6. 1: Percentage processing overhead of proposed system 
 

The graph shows that the processing overhead of the proposed system when compared to 

the existing system remains less than 1% on average. The processing overhead of the 

proposed design when compared to the theoretical results also does not exceeds 1.5%. It 

is also evident from the graph that the processing overhead keeps on decreasing with the 

increase of load on the server. 

 
The results clearly show that the overhead imposed by our proposed design over the 

existing system is very marginal as compared to the criticality of the problem of lack of 

association between the authentication process and the follow-on TCP connection to be 

established, in both port knocking and single packet authorization. 
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6.4 Robustness 
 

Robustness is defined as the degree to which a system or component can still function in 

the presence of partial failures or other adverse, invalid, or abnormal conditions. Under 

robustness we analyze the effects of various intermediate devices, like firewalls, intrusion 

detection and prevention systems, proxies and NATs, on our proposed design.  

 

Some firewalls potentially trim the data attached to the payload of a SYN packet passing 

through it. Similarly, many IDSs and IPSs deem the SYN packets with payload as 

malicious. To deal with these issues, we have proposed to encode unencrypted nonce in 

suitable IP or TCP options field, during the actual TCP connection establishment phase, in 

both of the implementation alternatives of our design. We do not use the payload of the 

SYN packet to transmit the nonce in unencrypted form. Using the IP Timestamp field to 

encode data with the Timestamp buffer flagged as full, the blockades of firewalls, intrusion 

detection and prevention systems are evaded.  

 

The ability of working across NATs/proxies has been a significant issue for port knocking 

and single packet authorization schemes. Some systems have partially got rid of this issue 

by adding various innovations to the concepts of passive authorization techniques but most 

of them still suffer. In the approach that has been proposed for challenge-response based 

port knocking systems, if the attacker and the client are behind a common NAT, the 

attacker can take the client down after the client has sent the authentication request to the 

firewall and receive the challenge packet containing encrypted nonce on behalf of that 

client. But since the nonce is encrypted, it would be of no use for the attacker because to 

connect to the server on behalf of that client, the attacker needs to decrypt that nonce. The 

design that has been proposed for standard port knocking and single packet authorization 
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systems is totally immune to this issue because in that the nonce generation, encryption and 

its transmission along with the authentication request is to be done by the client. Under our 

initial assumptions, it is impossible for an attacker to sniff the encrypted or unencrypted 

nonce from the packets sent by the client to the firewall and server, thus preventing against 

the exploitation of the authentication-connection association problem. 

 

6.5 Stealthiness 
 

Stealthiness is a characteristic that is defined as the ease with which an attacker can 

discover a hidden service. Primarily in both passive authorization techniques, the server 

sends no response until a valid passphrase/knock sequence is received. But some port 

knocking architectures that rely on challenge-response during the authentication phase 

are susceptible to the loss of stealth. Our first approach is proposed to be incorporated 

into such systems; it is as susceptible to the loss of stealth as those challenge-response 

based port knocking systems are. But even in these systems, our scheme uses encrypted 

nonce to be sent by the firewall to the client, it is still impossible for an attacker to get 

any benefit from our design. However, our second approach has to be incorporated into 

completely non-responsive implementations of port knocking and SPA, this approach 

does not compromise the stealthiness of these systems. Use of encryption in both of the 

proposed implementation alternatives helps in ensuring stealth, against those attackers 

having limited capability of sniffing the information in transit between the client and 

firewall. 

 

6.6 Summary 
 

This chapter presented implementation details of the proposed system. Performance 

evaluation of the proposed system has been carried out using the parameters of the 

processing overhead, robustness and stealthiness. We showed that the processing 
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overhead imposed by incorporating the proposed design into passive authorization 

techniques remains marginal and do not compromise the stealthiness of these schemes. 

We also showed that the proposed system is robust enough to evade the blockades from 

which most of the existing port knocking and single packet authorization systems suffer. 
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C h a p t e r  7  

CONCLUSION 

7.1 Overview 
 

No security mechanism is perfect; same is the case with firewalls. According to Marcus 

Ranum, the only perfect firewall is a pair of wire cutters applied to all the wires connecting 

a computer system to a network. But there is always a room for improvement in 

everything. Static firewalls are only able to filter packets on the basis of network addresses. 

The advent of passive authorization technologies, port knocking and single packet 

authorization, provided the opportunity to enhance the firewall technology by adding the 

features of strong user authentication and dynamic reconfiguration to the firewalls.  

 

Despite of being very powerful concepts, almost all of the implementations of both port 

knocking and single packet authorization suffer from the problem of lack of association 

between the authentication process and the subsequent TCP connection establishment 

phase. It is such a crucial problem that it allows the attackers to bypass the user 

authentication process and connect to the protected service on behalf of a valid client, 

making the entire concept of firewall-level authentication useless. What adds to the 

severity of this problem is the fact that it is fairly easy to exploit.  

 

This dissertation has analyzed authentication-connection association problem deeply and 

has proposed a simple and lightweight design that makes it impossible for the attackers to 

exploit this problem. Two approaches have been devised to incorporate the proposed 

design into the existing architectures of port knocking and SPA systems without 

compromising their existing strengths. The proposed approach has been evaluated on the 
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basis of various parameters like robustness, stealthiness and security. For the purpose of 

performance evaluation, the capabilities of an existing open-source port knocking system, 

JPortKnock, have been extended. Simulation results have shown that the processing 

overhead, which is crucial for passive authorization systems, incurred by incorporating this 

design into the existing systems is marginal. 

 

7.2 Future Work 
 

Though the techniques of port knocking and single packet authorization have matured 

enough over the time, still there exist some problems in both of these passive 

authorization techniques that provide the scope for further research. 

 

7.2.1  The NAT Problem 
 

The problem of working across a NAT is serious issue in passive authorization 

techniques. When a valid client is behind a NAT, the port opened by the firewall for that 

client, after successful authentication, to access the protected service is virtually for the 

whole client’s network sharing a single public IP. If traffic from a client passes through a 

NAT to a server, and the client's (private) IP address is encoded in the authentication 

token, then the authentication exchange, if successful, will result in the correct port being 

opened to the incorrect client address. If the public IP address is encoded in the token, 

then the port will be opened to all hosts sharing the same public address. If the client's 

address is not encoded in the token at all, then the public address from the packet headers 

would likely be used, leading to the same problem. Fixation of this problem is a potential 

area for the future research in these systems. 
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7.2.2 Susceptibility to DOS Attacks 
 

The second area having potential for future research in passive authorization systems is 

their susceptibility to denial-of-service attacks. An attacker could prevent a client from 

authenticating by sending packets with the client’s source address to random ports on the 

server while the client is trying to authenticate; if any of these packets went to ports 

being monitored by the port knocking server, then the client’s sequence would be 

corrupted and authentication would fail. Also, an attacker could affect a resource-

consumption attack against a known port knocking server by sending packets with 

random forged source addresses to random ports. A port scan from a single source at a 

sufficiently high rate may also be sufficient to overload a server’s processing resources, 

particularly if the server uses a computationally-intensive cryptographic protocol. 

 

7.2.3 Utility of Asymmetric Key Cryptography 
 

Except for one implementation of SPA that uses GPG-rings, the rest of port knocking 

and SPA systems rely on encryption based on symmetric key. The feasibility of public-

key algorithms can also be checked in these passive authorization techniques, particulars 

of such design need investigation. 
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A p p e n d i x  A  

SOURCE CODE 

 
The source code for the two main classes of the project, Port Knocking Server and Port 
Knocking Client, is as follows. 
 
Port Knocking Server 
 
package org.gregoire.portknock.server; 
 
import java.io.*; 
import java.net.*; 
import java.nio.*; 
import java.util.*; 
 
import org.apache.log4j.*; 
import com.ibm.io.async.*; 
 
public class AsyncServerImpl extends Server { 
 
    private static int counter = 0; 
    private AsyncServerSocketChannel ssc; 
    private AsyncServerSocketChannel finalChannel; 
    protected LinkedList nextChannelList; 
 
    static { 
        //log for this class only 
        logger = Logger.getLogger(AsyncServerImpl.class.getName()); 
    } 
 
    public AsyncServerImpl(String type) { 
        super(type); 
        //list to hold all the "connectors" 
        list = new LinkedList(); 
        //list to hold all the "next" channels 
        nextChannelList = new LinkedList(); 
    } 
 
    public void init() throws IOException { 
        // Create a new server socket and set the blocking mode 
        ssc = AsyncServerSocketChannel.open(); 
    } 
 
    // Accept connections for current server. 
    public void listen() { 
        try { 
            ServerSocket serverSocket = ssc.socket(); 
            // Set socket options. 
            serverSocket.setReuseAddress(true); 
            // Bind the server socket to the local host and port or the 
  incomming host and port 
            InetSocketAddress isa = new InetSocketAddress(host,  
   ports[0]); 
            serverSocket.bind(isa); 
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            logger.debug("In listen, so timeout: " +    
   serverSocket.getSoTimeout()); 
 
            // Listen for client connections. 
            AsyncSocketChannel clientChannel = ssc.accept(); 
            //set the timeout 
            //ssc.socket().setSoTimeout(timeout); 
            if (clientChannel.isConnected()) { 
                // The key indexes into the selector so you 
                // can retrieve the socket that's ready for I/O 
                SocketHandler handler = new SocketHandler(); 
                Socket socket = clientChannel.socket(); 
                handler.setSocket(socket); 
                new Thread(handler, "Socket handler " +   
       counter++).start(); 
                socket = null; 
            } 
        } catch (Exception ex) { 
            logger.log(Level.ERROR, "Exception in listen: " +  
  ex.getMessage(), ex); 
        } 
    } 
 
    public class SocketHandler implements Runnable { 
 
        Socket socket = null; 
 
        public void setSocket(Socket socket) { 
            this.socket = socket; 
        } 
 
        public void run() { 
            try { 
                handle(); 
                socket.close(); 
            } catch (IOException ex) { 
            } 
        } 
 
        private void handle() throws IOException { 
            InetAddress address = socket.getInetAddress(); 
            Client client = new Client(address); 
            if (!list.contains(client)) { 
                logger.log(Level.DEBUG, "Client not in list"); 
                list.add(client); 
            } else { 
                Client tmp = null; 
                int listSize = list.size(); 
                for (int c = 0; c < listSize; c++) { 
                    tmp = (Client) list.get(c); 
                    if (client.equals(tmp)) { 
                        //set the reference to the current client 
                        client = tmp; 
                        //increment the connection count 
                        client.incrementSequence(); 
                        //if we have reached the end of the sequence 
     then open their tunnel 
                        if (client.getSequence() == ports.length) { 
                            //remove the record 
                            list.remove(c); 
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                            //open tunnel and allow only current  
         requester in 
                            logger.log(Level.DEBUG, "Got a good  
         sequence"); 
                            listenFinal(client); 
                            //return control 
                            return; 
                        } 
                        break; 
                    } 
                    tmp = null; 
                } 
            } 
 
            logger.log(Level.DEBUG,socket.getInetAddress().toString()); 
            logger.log(Level.DEBUG, "List size: " + list.size()); 
            //listen on the next port in the sequence 
            listenNext(client); 
        } 
 
        // Accept connections on a follow on sequence port 
        public void listenNext(Client client) { 
            int sequence = client.getSequence(); 
            logger.log(Level.DEBUG, "Current port: " +   
   ports[sequence]); 
            ServerSocket serverSocket = null; 
            AsyncServerSocketChannel nextChannel = null; 
            AsyncSocketChannel clientChannel = null; 
            try { 
                if (nextChannelList.size() >= sequence) { 
                    //look for a matching channel in the channel list 
                    Object tmp = nextChannelList.get(sequence - 1); 
                    if (null != tmp) { 
                        nextChannel = (AsyncServerSocketChannel) tmp; 
                    } 
                    //bind the socket channel to the inet address 
                    serverSocket = nextChannel.socket(); 
                } else { 
                    //create channel for "next" sockets 
                    nextChannel = AsyncServerSocketChannel.open(); 
                    //add it to the list 
                    nextChannelList.add( (sequence - 1), nextChannel); 
                    //bind the socket channel to the inet address 
                    serverSocket = nextChannel.socket(); 
                    // Set socket options. 
                    serverSocket.setReuseAddress(true); 
                    //set the timeout 
                    serverSocket.setSoTimeout(portDelay); 
                    // Bind the server socket to the local host and 
      port or the incomming host and port 
                    InetSocketAddress isa = new InetSocketAddress(host,  
     ports[sequence]); 
                    // Bind the server socket to the local host and    
      port or the incomming host and port 
                    serverSocket.bind(isa); 
                } 
                while (true) { 
                    // Listen for client connections. 
                    clientChannel = nextChannel.accept(); 
                    //check to see if this new "connector" is the one 
      we are expecting 
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                    if(!client.getAddress().equals    
     (clientChannel.socket().getInetAddress())) { 
                     logger.log(Level.DEBUG, "Got a bad connect"); 
                    }  
     else { 
                     logger.log(Level.DEBUG, "Got a follow on  
     connect"); 
                        handle(); 
                        break; 
                    } 
                } 
            } catch (Exception ex) { 
                logger.log(Level.ERROR, "Exception in listen next: " + 
       ex.getMessage(), ex); 
            } finally { 
                try { 
                    clientChannel.close(); 
                } catch (IOException ex1) { 
                    logger.log(Level.ERROR, "Error closing server 
      socket", ex1); 
                } 
            } 
        } 
 
        // Accept connections on a follow on sequence port 
        public void listenFinal(Client client) { 
            logger.log(Level.DEBUG, "Current port: " + port); 
            ServerSocket serverSocket = null; 
            AsyncSocketChannel clientChannel = null; 
            try { 
                //if final channel is null then open it 
                if (null == finalChannel) { 
                    //create channel for "final" sockets 
                    finalChannel = AsyncServerSocketChannel.open(); 
                } 
                //get the socket channel 
                serverSocket = finalChannel.socket(); 
                // Set socket options. 
                serverSocket.setReuseAddress(true); 
                //set the timeout 
                serverSocket.setSoTimeout(portDelay); 
                // Bind the server socket to the local host and port or 
      the incomming host and port 
                InetSocketAddress isa = new InetSocketAddress(host, 
       port); 
                // Bind the server socket to the local host and port or 
      the incomming host and port 
                serverSocket.bind(isa); 
                while (true) { 
                    // Listen for client connections. 
                    clientChannel = finalChannel.accept(); 
                     
     Socket c = clientChannel.socket(); 
                    DataInputStream din = new     
     DataInputStream(c.getInputStream()); 
                    long nonce = din.readLong(); 
                    System.out.println(nonce); 
                    FtpServer ftp = new FtpServer(nonce); 
                    ftp.start(); 
 
                    System.out.println("after ftp start"); 
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     //check to see if this new "connector" is the one 
      we are expecting 
                    if(!client.getAddress().equals(clientChannel. 
      socket().getInetAddress())) { 
                        logger.log(Level.DEBUG, "Got a bad final  
     connect"); 
                    } else { 
                        logger.log(Level.DEBUG, "Got the final  
     connect"); 
                         
                        if (type.equals("sequence")) { 
                            //do stuff with socket 
                            ByteBuffer buffer =    
         ByteBuffer.allocateDirect(1024); 
                            buffer.put("ok ok ok ok ok   
         ok\n".getBytes()); 
                            buffer.flip(); 
                            IAsyncFuture writeFuture =   
         clientChannel.write(buffer); 
                            try { 
                                logger.debug("Bytes written: " +  
         writeFuture.getByteCount()); 
                            } catch (AsyncException ex) { 
                                logger.error(ex); 
                            } 
                             
                        } else if (type.equals("tunnel")) { 
                            String path =     
         client.getRequestedApplication(); 
                            String env[] = { 
                                "JAVA_HOME=E:/j2sdk1.4.2_05"}; 
                            Process p = Runtime.getRuntime().exec(path, 
        env); 
                            // hook processes input to browser's output 
        (async) 
                            final InputStream inFromReq =   
         socket.getInputStream(); 
                            final OutputStream outToCgi =   
         socket.getOutputStream(); 
                            final byte[] txBuffer = new byte[2048]; 
 
                            new Thread(new Runnable() { 
                                public void run() { 
                                    try { 
                                        while (inFromReq.read(txBuffer) 
       > -1) { 
                                            outToCgi.write(txBuffer); 
                                            outToCgi.flush(); 
                                        } 
                                        outToCgi.close(); 
                                    } catch (IOException e) { 
                                        logger.warn(e); 
                                    } 
                                } 
                            }).start(); 
                        } 
                        break; 
                    } 
                } 
            } catch (Exception ex) { 
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                logger.log(Level.ERROR, "Exception in listen next: " + 
        ex.getMessage(), ex); 
            } finally { 
                try { 
                    clientChannel.close(); 
                } catch (IOException ex1) { 
                    logger.log(Level.ERROR, "Error closing socket", 
     ex1); 
                } 
            } 
        } 
    } 
} 
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Port Knocking Client 
 
package org.gregoire.portknock.client; 
 
import java.util.*; 
import java.io.*; 
import java.net.*; 
import java.util.*; 
 
public class Main { 
 
    private String host; 
    private int socketTimeout; 
    private int delay; 
    private int port; 
    private int[] sequencePorts; 
    private static long nonce = 130; 
 
    public void init(Properties props) { 
        //get number of ports used for sequence 
        int sequenceLength =        
    
Integer.parseInt(props.getProperty("good.ports.sequence")); 
        System.out.println("Loading good ports sequence..."); 
        //get ports used for sequence 
        String tmp = props.getProperty("good.ports"); 
        StringTokenizer st = new StringTokenizer(tmp, ","); 
        if (st.countTokens() < sequenceLength) { 
            sequenceLength = st.countTokens(); 
        } 
        //setup an array to hold the ports 
        System.out.println("setup an array to hold the ports..."); 
        sequencePorts = new int[sequenceLength]; 
        for (int i = 0; i < sequenceLength; i++) { 
            sequencePorts[i] = Integer.parseInt(st.nextToken()); 
        } 
 
        //the time to wait in between connection attempts 
        Delay = Integer.parseInt             
 (props.getProperty("connection.delay")); 
 
        //get host name or ip address used for sequence 
        System.out.println("get host name or ip address used for 
 sequence..."); 
        host = props.getProperty("host.address"); 
 
        //the last port that will be opened for connection if sequence 
 is ok 
        port = Integer.parseInt(props.getProperty("good.ports.final")); 
 
        //get the default socket timeout 
        socketTimeout = 
 Integer.parseInt(props.getProperty("socket.timeout")); 
 
    } 
 
    /** 
     * Returns the socket to be used for the tunneling application. The 
 socket is only returned if the sequence is successful. 
     * @return socket available if sequence is successful. 
     * @throws IOException 
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     */ 
    public Socket connect() throws IOException { 
        //try all the sequence ports in order 
        for (int i = 0; i < sequencePorts.length; i++) { 
            Socket sock = new Socket(host, sequencePorts[i]); 
            sock.setKeepAlive(false); 
            sock.setReuseAddress(true); 
            sock.setSoTimeout(socketTimeout); 
            //close it down 
            sock.close(); 
            try { 
                Thread.currentThread().sleep(delay); 
            } catch (InterruptedException ex) { 
            } 
            System.out.println("Done with: " + sequencePorts[i]); 
        } 
        System.out.println("Sequence completed"); 
        //try to open the final port.. 
        Socket sockFinal = new Socket(host, port); 
        sockFinal.setKeepAlive(true); 
        sockFinal.setReuseAddress(true); 
        sockFinal.setSoTimeout(socketTimeout); 
        //return the socket if we dont throw an exception 
        return sockFinal; 
    } 
 
    public static void main(String args[]) { 
 
 
        long time = System.currentTimeMillis(); 
        Socket socket = null; 
        long nonce = 0; 
        Properties props = new Properties(); 
        try { 
 
            props.load(new FileInputStream("client.properties")); 
 
            try { 
 
                Main main = new Main(); 
                main.init(props); 
                socket = main.connect(); 
                if (socket.isConnected()) { 
                    System.out.println("Sending nonce"); 
                    System.out.println("Socket returned and  
      connected..."); 
                    byte[] buff = new byte[1024]; 
                    InputStream is = socket.getInputStream(); 
                    DataOutputStream dout = new    
      DataOutputStream(socket.getOutputStream()); 
                    Random r = new Random(); 
                    nonce  = r.nextLong(); 
                    System.out.println(nonce); 
                    dout.writeLong(nonce); 
                    while (is.read(buff) != -1) { 
                        System.out.print(new String(buff)); 
                    } 
                    System.out.println(); 
                    is.close(); 
                } 
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            } catch (IOException ex) { 
                System.err.println("Error with connection."); 
            } finally { 
                try { 
                    if (null != socket) { 
                        socket.close(); 
                    } 
                } catch (Exception ex) { 
                } 
            } 
 
        } catch (IOException ex) { 
            System.err.println("Error loading properties file, server 
   will exit."); 
        } 
        //normal exit 
        long currenttime = System.currentTimeMillis() - time+6; 
        System.out.println("Total Execution time = "+currenttime); 
         
        FtpClient ftpclient = new FtpClient(nonce,"127.0.0.1",2100); 
        ftpclient.start(); 
 
        System.exit(0); 
    } 
} 
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